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Abstract 

The vehicle-to-everything (V2X) environment comprises a variety of devices that exchange 

or share vehicle-to-vehicle, vehicle-to-infrastructure, and vehicle-to-pedestrian information 

while the vehicles are being driven. In V2X environments, large amounts of unstructured data 

are recorded by various devices. Storing large amounts of unstructured data in a relational 

database would require all the data generated by the different types of devices to be normalized. 

In addition, the transaction-based Atomic, Consistency, Isolation, and Durability (ACID) 

characteristics of relational databases would not be suitable for processing large amounts of 

data of this nature. In this study, we apply the Command and Query Responsibility Segregation 

(CQRS) pattern to separate commands and queries and to process large-scale data efficiently. 

NoSQL, which provides specialized functions for handling unstructured data, as well as the 

commands and queries, can be separated; thus, NoSQL and RDBMS can be selectively used 

depending on the V2X environment and system characteristics. We propose a data processing 

system suitable for the V2X environment using a CQRS pattern and the NoSQL-based database. 

By applying the CQRS pattern, NoSQL and RDBMS can be used together. When storing large 

amounts of data, use NoSQL, and when providing information or statistics to users, select an 

RDBMS to use together. In addition, both repositories can be easily scaled up when processing 

large amounts of data, making efficient use of resources. 
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1. Introduction 

The vehicle-to-everything (V2X) environment comprises a variety of devices that exchange or 

share vehicle-to-vehicle, vehicle-to-infrastructure, and vehicle-to-pedestrian information while 

the vehicles are being driven [1]. Domestic and overseas telecommunications companies and 

the manufacturing and service industries related to the battlefield business are devoting 

considerable effort to applying information exchange to the V2X environment in various ways 

by combining IT technologies. 

V2X refers to all forms of communication related to the vehicle. Because the technology 

related to V2X has been developing rapidly, a standard has not yet been established. 

Furthermore, because data are exchanged among various types of devices, not only is the 
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amount of data large but the data format is not standardized. Therefore, the collection and 

processing of these data would be expected to be difficult [2]. 

This paper proposes a design for a data processing system for efficient data storage and 

processing by referring to the command and query responsibility segregation (CQRS) 

architecture pattern [3] to store and process the data of various formats that are generated in the 

V2X environment. 

 

2. Data processing system using CQRS and NoSQL 
 

2.1. Necessity of CQRS 

When developing and operating an application, it is often necessary to incorporate a wide 

variety of business logic into a variety of examples and behavioral variations. This motivated 

us to define and introduce a domain model to efficiently reflect complex business logic such as 

the data structure, association, and system constraints used in an application. The domain model 

consists of a network of components used in business logic, and each component comprises a 

mixture of data and processes [4]. 

As the business logic is modified or changed, the complexity and maintenance costs of the 

domain model continue to increase. First, the domain model is different from the originally 

designed direction or intention. For example, for a complex user experience, data structures 

that are not related to business logic may be involved, or the process may become too large to 

meet the rapidly changing requirements [5]. 

The most fundamental problem with applications based on the Create, Read, Update, Delete 

(CRUD) design is that changes and queries occur in one place. A CRUD-based database may 

not guarantee consistency of data between the time the data are modified or added and the time 

the data are read and displayed on the screen. 

The Relational Database Management System (RDBMS) provides transactions for 

consistent data. A transaction is a unit that processes a query in a minimum unit, performs a 

rollback that is executed from the beginning if the execution is interrupted in the middle, and 

executes a commit when the execution completes without errors. A transaction is a logical unit 

of work in which all or nothing is executed when the query is executed [6]. Transactions have 

four characteristics: Atomicity, Consistency, Isolation, and Durability (ACID) First, atomicity 

is all or nothing, regardless as to whether the transaction is reflected in the database. Second, 

consistency means that, even if a database changes during the course of a transaction, the 

transaction does not proceed to the updated database, but proceeds to the referenced database 

for the first transaction. Third, independence means that two or more transactions cannot 

interfere with the operation of another transaction if they are running concurrently, and another 

transaction cannot reference the result of a particular transaction until the first transaction is 

completed. Fourth, persistence means that if a transaction is successfully completed, the results 

must be reflected permanently [6]. Transaction ACID is an important advantage and feature of 

RDBMS because it guarantees data consistency. 

In recent times, the amount of data generated in small devices such as those connected to the 

IoT and V2X networks, including mobile devices, has increased rapidly, and this has led to 

increasing interest in big data [7]. Big data not only refers to the size of the data, but also to 

data of various formats, including formal data and unstructured data. To extract valuable 

information from big data and analyze the data, various methods have been proposed to store 

the data [8]. However, existing RDBMS cannot accommodate ACID-based transactions. 
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Because data is frequently inserted or modified, RDBMS uses a lock to guarantee transactions 

consistency, which slows down the reading of data [9]. 

Although different opinions exist about NoSQL [10] based on opinions, this study defines a 

solution based on Not Only SQL [11]. NoSQL does not provide the ACID properties [6] 

provided by RDBMS, it has consistency, availability, and partition tolerance characteristics 

based on CAP theory [12]. Because NoSQL does not guarantee the same characteristics as 

ACID, it is necessary to choose the NoSQL database specifically for your intended purpose and 

choose a database that fits your reason for storing data, such as the requirements of consistency 

and validity. 

The CQRS architecture pattern, which provides a way to select a database that meets its 

purpose and that processes the data in an efficient manner using that database, provides a 

transaction for data consistency in the CRUD-based repository of RDBMS, and recognizes the 

problem that arises. CQRS separates commands and queries from each other. It is essential to 

separate responsibility from processing commands and responsibility from processing queries 

[3]. CQRS has been developed in command-query separation (CQS) Because CQS cannot 

avoid side effects when using an imperative language, we propose a method to separate a 

procedure with side effects and a pure function without side effects to minimize the effect of 

side effects. The basic concept of the CQS principle is to divide the methods of an object into 

commands and queries according to whether side effects occur [13]. 

Young introduced CQRS as a very simple pattern [14]; thus, CQRS is an intuitive pattern. 

The main difference between CQS and CQRS is that CQS is separated from the object, system, 

or component level if the command and query are separated based on the operator [15]. Because 

CQRS can separate queries and commands at the system level, it is ideal for environments in 

which large amounts of data need to be modified and the information must be processed, such 

as V2X environments. This prompted us to develop a system configuration that associates the 

CQRS pattern with the NoSQL database. 

 

2.2. NoSQL system with CQRS pattern 

Data generated on various devices such as those participating in a V2X environment do not 

have a standard format defined. In addition, because these data are generated by many devices, 

transaction-based RDBMS may present a bottleneck when attempting to store a large amount 

of data and these databases are not scalable. 

NoSQL provides a flexible data model, which is specialized for storage and retrieval, and is 

easy to extend, making it ideal for distributed environments such as V2X environments or for 

storing large amounts of data. However, relational databases are still in widespread use despite 

the emergence of databases that provide a variety of purposes and functions, such as NoSQL. 

Relational databases are still used in services where data accuracy is essential, such as 

enterprise ERP, MIS, and CRM. This is because of the convenience of SQL, but the CAP theory, 

which is a feature of NoSQL, cannot replace ACID to replace RDBMS [12]. 

However, because NoSQL does not provide a database that satisfies all the characteristics of 

ACID, it is necessary to store data in a combination of its specialized functions. Because CQRS 

can be separated at the system level unlike CQS, CQRS patterns can be easily applied according 

to the characteristics of NoSQL. Based on the CAP theory of NoSQL, the system can be 

configured by reflecting the characteristics required for inquiries and commands. 
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Figure 1. NoSQL system with CQRS 

[Figure 1] presents a graphic representation of the NoSQL system with CQRS, showing the 

components and data flow of the data processing system in which the CQRS pattern is applied 

to the NoSQL system. Information on the device, client, etc., are temporarily stored in NoSQL 

based on the KV Cache. By storing data in a general-purpose distributed cache based on a KV 

cache, a large amount of data can be stored at high speed, enabling quick processing and a rapid 

response to a device or a client in the process of transmitting the data. In addition, when using 

KV Cache, it is advantageous to perform multiplexing when the amount of data increases or 

surges. The approach enables fast storage, allows easy expansion, and permits rapid responses 

to transmissions. 

Document NoSQL is used to persist data temporarily stored in the KV Cache. The primary 

storage is used to read the necessary data from the KV Cache, to store the data, to modify or 

delete specific data, and to use the secondary storage as read-only. It is necessary to synchronize 

the repositories to separate them for primary and secondary storage. In the case of NoSQL, 

most databases support self-replication, considering scalability. 

Aggregates handle the necessary data in a read-only store. The most decisive reason for 

separating write and read is that the relationship between the data in the aggregate needs to be 

changed at any time. If the standard of collected data such as those acquired in the V2X 

environment is not constant, and the same equipment is not constantly connected to the network, 

the method that is used to process the data or the necessary rules may be changed at any time. 

Therefore, read-only storage is required to recalculate data at any time, and data processing 

steps such as Aggregates [Figure 1] are required to apply data processing rules in the repository. 

In addition, write and read operations should be separated to prevent them from interfering with 

data collection because of the throughput that occurs while the data is being processed. 

Prior to presentation of the processed information to the user (shown in [Figure 2]), it is 

necessary to convert the data into standardized data before storage in the RDBMS. Car 

Dashboard or Car Information is used to output the necessary data after storing the data in the 

RDBMS based on the data processed by Aggregates. Notifications, on the other hand, send 

notifications directly to users in Aggregates only when immediate notification is needed during 

data collection and processing. When the UI provides the necessary information to the user, if 

the specification of the data is not constant as in NoSQL, it is costly to process the UI, and 
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because it is not efficient to express the data, correct information cannot be provided. A user 

who operates a database would prefer to use an efficient database, such as RDBMS, for regular 

data.  

 

 

Figure 2. User interface that displays processed data to the user 

The V2X data processing system presented in this paper was tested using Azure operated by 

Microsoft. All RDBMS and NoSQL used in the experiment used the managed service provided 

by Azure. We tested the data processing system by creating a generator that could randomly 

generate both regular and unstructured data in the JSON standard. 

When the test was initially conducted using 10,000 data items, excessive traffic was 

generated in Azure. The test was therefore mistaken for a DDoS attack and could not be 

completed. We then tested 10,000 locales in the Windows server using the message queue and 

Docker software. No significant difference in performance between RDBMS and NoSQL could 

be detected when the test size was approximately 10,000. 

The number of messages was increased to approximately 100,000, and the server was started 

on Ubuntu. As the amount of transferred data items exceeded 100,000, a bottleneck occurred 

at the network interface card (NIC). Thus, the buffer size of the TCP socket in the Linux kernel 

configuration and the ARP response method were adjusted according to the NIC latency. Not 

only the message size but also unsigned data were included based on the JSON standard. For 

the tests involving unstructured data, the UI functioned smoothly using the NoSQL database 

based on the CQRS pattern compared to using a single RDBMS. In the case of the RDBMS, 

the message processing speed was not constant because of the aforementioned bottleneck in the 

message processing speed. However, the proposed system succeeded in maintaining message 

processing speed at a constant level. 

 

3. Conclusion 

We propose a data processing system suitable for the V2X environment using a CQRS 

pattern and the NoSQL-based database. In order to increase the efficiency of the processing 

system when selectively using various databases, the CQRS pattern was applied to separate 

roles related to commands and queries. The CQRS pattern can be efficiently applied to select 

the required database according to the size, type, and scale of the data. Because the query and 

the command are separated, more resources can be allocated where required by considering the 
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system utilization, and this is advantageous for scaling as compared to a single RDBMS or 

NoSQL structure. 

The system proposed in this paper uses the NoSQL database to process data generated from 

various devices and to easily expand the data for large-scale data processing. In addition, 

RDBMS is applied where standardized data such as user UI is needed. Assuming a V2X 

environment, more intense tests should be reflected. However, the higher the number of 

messages, the more likely it is to be mistaken for DDoS attacks in cloud systems, and the 

bottleneck was caused by the Network Interface Card (NIC) rather than the expected RDBMS. 

There is a need for conducting quantitative testing in environments where various devices such 

as the V2X are connected. 

In the future work, quantitative test methods should be studied to compare the efficiency of 

real-time data processing in KV Cache as well as Aggregates and how these data can be 

processed in real time. 
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